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**LAB 8 OEL PROJECT:**

**Project Proposal: Inventory Management System**

**Problem Statement:** Efficient management of inventory is a critical task in any warehouse or retail environment. The system needs to allow for quick item lookup, optimized sorting, and efficient handling of priority items to prevent bottlenecks in operations. Manual management methods are prone to delays and inaccuracies, which can lead to lost revenue and operational inefficiencies.

**Proposed Application:** An inventory management system will be developed to support item lookup, sorting by priority (e.g., perishables), and efficient addition and removal of items. The application will ensure fast data retrieval and manipulation, thus enhancing operational efficiency.

**Chosen Data Structure:** The primary data structure for this application will be a **Priority Queue implemented using a Heap**. This choice is justified as follows:

* **Efficiency:** A heap allows for O(log n) time complexity for insertion and deletion, which is optimal for managing a dynamic set of items where priority changes frequently.
* **Comparison with Other Data Structures:**
  + Arrays: Insertion and deletion in unsorted arrays have O(n) complexity, making them less efficient.
  + Linked Lists: Searching for the highest-priority item in an unsorted linked list is O(n), and even in a sorted linked list, insertion takes O(n).
  + Doubly Linked Lists: Similar to linked lists, operations are less efficient compared to heaps.
  + Stacks and Queues: These structures do not support prioritization.

**Algorithmic Challenges:**

1. Maintaining the heap property during insertions and deletions.
2. Efficiently handling updates to item priorities.

**Plan to Address Challenges:**

* Implement a min-heap to prioritize items with the smallest values (e.g., expiration dates).
* Use heapify operations to maintain heap properties efficiently during updates.

**Class Diagram:**

|  |
| --- |
| InventoryItem |
| - id: int  - name: String  - priority: int |
| + getId(): int  + getName(): String  + getPriority():int |

|  |
| --- |
| PriorityQueue<T> |
| - heap: List<T> |
| + insert(item: T): void  + deleteMin(): T  + peekMin(): T  + heapify(): void |

|  |
| --- |
| InventoryManagement |
| - pq: PriorityQueue<Item> |
| + addItem(): void  + removeItem(): void  + viewNextItem(): Item  + sortItems(): List<Item> |

**CODE:**

import java.util.\*;

class InventoryItem {

private int id;

private String name;

private int priority; // Lower value = higher priority

public InventoryItem(int id, String name, int priority) {

this.id = id;

this.name = name;

this.priority = priority;

}

public int getId() {

return id;

}

public String getName() {

return name;

}

public int getPriority() {

return priority;

}

*@Override*

public String toString() {

return "Item ID: " + id + ", Name: " + name + ", Priority: " + priority;

}

}

class PriorityQueue<T extends InventoryItem> {

private List<T> heap = new ArrayList<>();

public void insert(T item) {

heap.add(item);

int current = heap.size() - 1;

while (current > 0) {

int parent = (current - 1) / 2;

if (heap.get(current).getPriority() >= heap.get(parent).getPriority()) {

break;

}

Collections.*swap*(heap, current, parent);

current = parent;

}

}

public T deleteMin() {

if (heap.isEmpty()) {

throw new NoSuchElementException("Heap is empty");

}

T min = heap.get(0);

heap.set(0, heap.remove(heap.size() - 1));

heapify(0);

return min;

}

public T peekMin() {

if (heap.isEmpty()) {

throw new NoSuchElementException("Heap is empty");

}

return heap.get(0);

}

private void heapify(int index) {

int smallest = index;

int left = 2 \* index + 1;

int right = 2 \* index + 2;

if (left < heap.size() && heap.get(left).getPriority() < heap.get(smallest).getPriority()) {

smallest = left;

}

if (right < heap.size() && heap.get(right).getPriority() < heap.get(smallest).getPriority()) {

smallest = right;

}

if (smallest != index) {

Collections.*swap*(heap, index, smallest);

heapify(smallest);

}

}

}

public class InventoryManagement {

private PriorityQueue<InventoryItem> pq = new PriorityQueue<>();

public void addItem(int id, String name, int priority) {

pq.insert(new InventoryItem(id, name, priority));

}

public void removeItem() {

System.***out***.println("Removed: " + pq.deleteMin());

}

public void viewNextItem() {

System.***out***.println("Next item: " + pq.peekMin());

}

public static void main(String[] args) {

InventoryManagement im = new InventoryManagement();

im.addItem(1, "Apples", 5);

im.addItem(2, "Bananas", 2);

im.addItem(3, "Cherries", 8);

im.viewNextItem();

im.removeItem();

im.viewNextItem();

}

}

**OUTPUT:  
![](data:image/png;base64,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)**

**Reflection Report:**

1. **Challenges:**
   * Implementing the heapify operation correctly.
   * Ensuring the priority queue could handle dynamic updates efficiently.
2. **Data Structure Choice:**
   * The heap was chosen due to its optimal performance for insertions and deletions, which are frequent in inventory systems.
3. **Learnings:**
   * Understanding the importance of maintaining heap properties for efficiency.
   * Balancing clarity and optimization in code.

By designing and implementing this inventory management system, we gained practical experience in leveraging data structures and algorithms to solve real-world problems effectively.

Github Link: <https://github.com/HuzaifaHabib1/OEL-Inventory-Management-System-.git>